Data Structures and Algorithms — Lab 7

## Topic

Understanding the Concept of Linked List and its Basic Operations

## Objectives

* Understand the purpose of Linked list
* Inserting or deleting elements in a linked list (especially at the head or tail) can be done in **constant time** (O(1)), unlike arrays, which may require shifting elements to maintain order.
* Linked lists allow dynamic memory allocation, meaning the structure can grow and shrink as needed during runtime.

To provide a structure for more complex algorithms that require flexible memory management.

## Outcomes

1. Students should be able to define and explain the structure of a linked list, including the concept of nodes, links, and pointers.
2. How to write code to perform basic linked list operations such as insertion, deletion, traversal, and searching.
3. Understand how to detect cycles or loops in a linked list and implement an algorithm to find or break the loop.
4. Implement Stack as a linked list
5. Implement Queue as a linked list

## Content

A linked list is a data structure in which each node contains two fields: one to store the data, and another to store a pointer to the next node in the list. In a singly linked list, each node only points to the next node, while in a doubly linked list, each node points to both the next and the previous nodes.

When implementing a linked list using head and tail pointers, we add two pointers to the class: one to point to the first node in the list (head pointer) and another to point to the last node in the list (tail pointer). This allows for more efficient insertion and deletion operations at both ends of the list.

It's important to note that not all linked lists have both head and tail pointers. In this lab, we are working with a linked list with both a head and a tail pointer for more efficient insertion and deletion operations at both ends.

The LinkedList class has two attributes:

1. Node<T> \*head - This is a pointer to the first node in the linked list.
2. Node<T> \*tail - This is a pointer to the last node in the linked list.

There are several member functions inside the LinkedList class:

1. void insertAtHead(T data) - This function is used to insert a new node at the beginning of the linked list.
2. void insertAtTail(T data) - This function is used to insert a new node at the end of the linked list.
3. void insertSorted(T data) - This function is used to insert a new node at the appropriate position in a sorted linked list.
4. bool deleteFromHead() - This function is used to delete the first node from the linked list.
5. bool deleteFromTail() - This function is used to delete the last node from the linked list.
6. bool deleteValue(T data) - This function is used to delete a specific value from the linked list.
7. bool isEmpty() - This function is used to check if the linked list is empty.
8. bool search(T data) - This function is used to search for a specific value in the linked list.
9. void display() - This function is used to display the contents of the linked list.

To use the LinkedList<T> class, you need to create your own class, MyLinkedList<T>, which inherits from the LinkedList<T> class. MyLinkedList<T> should be a template class that takes a type T as a parameter.

## Task Instructions

Students are required to complete the following tasks during lab time. Create a private repository on your GitHub accounts. The name of the repository should be **Lab-6-DSA**. All files should be uploaded to this repository, including the header and cpp files. Please note that the name of class-related files should be the same as the class name. If there is only 1 task, we can name the main file Task\_1.cpp or Task.cpp. We recommend you work in .h files for classes only since we must work on templates.

## Task 1

Write a C++ program that implements a singly linked list using head and tail pointers. The linked list should have the following functions. The program should provide a menu-based interface with the following options:

1. Add node to the linked list
2. Insert node in sorted order
3. Delete a node from the linked list
4. Search for a node in the linked list
5. Display the linked list
6. Exit

Explanation of the menu:

1. When the user selects option 1, the program should prompt the user to enter the data of the node and add it to the linked list.
2. When the user selects option 2, the program should prompt the user to enter the data of the node and add it to the linked list in sorted order.
3. When the user selects option 3, the program should prompt the user to enter the data of the node to be deleted and delete it from the linked list.
4. When the user selects option 4, the program should prompt the user to enter the data of the node to be searched and display whether or not it is present in the linked list.
5. When the user selects option 5, the program should display all the nodes in the linked list.
6. The program should exit when the user selects option 6.

Note: You are required to implement the following functions as well, though, there isn’t a menu entry for performing these operations:

1. void insertAtHead(T data
2. void insertAtTail(T data)
3. bool deleteFromHead()
4. bool deleteFromTail()

## Task 2

Write a C++ program that implements a stack using a linked list. The stack should have the following functions: push(T), pop(), top(), isEmpty(), and display(). The program should provide a menu-based interface with the following options:

1. Push element onto the stack
2. Pop element from the stack
3. Display the top element of the stack
4. Display the stack
5. Check if the stack is empty
6. Exit

Explanation of the menu:

1. When the user selects option 1, the program should prompt the user to enter the data of the element and add it to the top of the stack.
2. When the user selects option 2, the program should remove the top element from the stack.
3. When the user selects option 3, the program should display the top element of the stack without removing it.
4. When the user selects option 4, the program should display all the elements in the stack.
5. When the user selects option 5, the program should check if the queue is empty or not and display the result.
6. The program should exit when the user selects option 6.

## Task 3

Write a C++ program that implements a queue using a linked list. The queue should have the following functions: enqueue(T), dequeue(), front(), isEmpty(), and display(). The program should provide a menu-based interface with the following options:

1. Enqueue an element to the queue
2. Dequeue an element from the queue
3. Get the front element of the queue
4. Check if the queue is empty
5. Display the queue
6. Exit

Explanation of the menu:

1. When the user selects option 1, the program should prompt the user to enter the data of the element and add it to the queue.
2. When the user selects option 2, the program should remove the first element from the queue and display it.
3. When the user selects option 3, the program should display the first element of the queue without removing it.
4. When the user selects option 4, the program should check if the queue is empty or not and display the result.
5. When the user selects option 5, the program should display all the elements in the queue.
6. The program should exit when the user selects option 6.

## Task 4

Write a C++ program that deletes duplicate values from a linked list. The program should provide a menu-based interface with the following options:

1. Add a value to the linked list
2. Delete duplicate values from the linked list
3. Display the linked list
4. Exit

Explanation of the menu:

1. When the user selects option 1, the program should prompt the user to enter the value and add it to the linked list.
2. When the user selects option 2, the program should delete all duplicate values from the linked list and display the updated list.
3. When the user selects option 3, the program should display all the values in the linked list.
4. The program should exit when the user selects option 4.

## Task 5

Write a C++ program that counts the number of nodes in a linked list. The program should provide a menu-based interface with the following options:

1. Add node to the linked list
2. Count the number of nodes in the linked list
3. Display the linked list
4. Exit

Explanation of the menu:

1. When the user selects option 1, the program should prompt the user to enter the data of the node and add it to the linked list.
2. When the user selects option 2, the program should count the number of nodes in the linked list and display the count.
3. When the user selects option 3, the program should display all the nodes in the linked list.
4. The program should exit when the user selects option 4.